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**Theory –**

The [Naive String Matching](https://www.geeksforgeeks.org/searching-for-patterns-set-1-naive-pattern-searching/) algorithm slides the pattern one by one. After each slide, one by one checks characters at the current shift, and if all characters match then print the match

*Like the Naive Algorithm, the Rabin-Karp algorithm also slides the pattern one by one. But unlike the Naive algorithm, the Rabin Karp algorithm matches the hash value of the pattern with the hash value of the current substring of text, and if the hash values match then only it starts matching individual characters. So Rabin Karp algorithm needs to calculate hash values for the following strings.*

*Pattern itself*

*All the substrings of the text of length m*

Since we need to efficiently calculate hash values for all the substrings of size m of text, we must have a hash function that has the **following property**:

* Hash at the next shift must be efficiently computable from the current hash value and next character in text or we can say hash(txt[s+1 .. s+m]) must be efficiently computable from hash(txt[s .. s+m-1]) and txt[s+m] i.e., hash(txt[s+1 .. s+m]) = rehash(txt[s+m], hash(txt[s .. s+m-1])) and
* Rehash must be O(1) operation.

**Program –**

# Following program is the python implementation of

# Rabin Karp Algorithm given in CLRS book

# d is the number of characters in the input alphabet

d = 256

# pat -> pattern

# txt -> text

# q -> A prime number

def search(pat, txt, q):

M = len(pat)

N = len(txt)

i = 0

j = 0

p = 0 # hash value for pattern

t = 0 # hash value for txt

h = 1

# The value of h would be "pow(d, M-1)%q"

for i in range(M-1):

h = (h\*d) % q

# Calculate the hash value of pattern and first window

# of text

for i in range(M):

p = (d\*p + ord(pat[i])) % q

t = (d\*t + ord(txt[i])) % q

# Slide the pattern over text one by one

for i in range(N-M+1):

# Check the hash values of current window of text and

# pattern if the hash values match then only check

# for characters one by one

if p == t:

# Check for characters one by one

for j in range(M):

if txt[i+j] != pat[j]:

break

else:

j += 1

# if p == t and pat[0...M-1] = txt[i, i+1, ...i+M-1]

if j == M:

print("Pattern found at index " + str(i))

# Calculate hash value for next window of text: Remove

# leading digit, add trailing digit

if i < N-M:

t = (d\*(t-ord(txt[i])\*h) + ord(txt[i+M])) % q

# We might get negative values of t, converting it to

# positive

if t < 0:

t = t+q

# Driver Code

if \_\_name\_\_ == '\_\_main\_\_':

txt = "GEEKS FOR GEEKS"

pat = "GEEK"

# A prime number

q = 101

# Function Call

search(pat, txt, q)

# This code is contributed by Bhavya Jain

**Output –**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYkAAABcCAYAAACbWUmVAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABqhSURBVHhe7Z0PTFTZvce/fSZQGugjyJqy+Dpb9rHVZbtYNlKIgBscfUFI1UkUDAXyFBrJaMhC2Q7qIkvFne4EzERYrKgJUiJ0k0ET/jTrSFZhAztmrVPlLa+k7E7f0kkQiV3ImpmE9J1z7xmYGeYiO+h00N8nOcy95x4v99xzzu/vGfzOPxlYAqfTKY4IgiCI541/E58EQRAEsQhSEgRBEIQipCQIgiAIRUhJEARBEIqQkiAIgiAUISVBEARBKEJKgiAIglCElARBEAShCCkJgiAIQhFSEgRBEIQipCQIgiAIRUhJEARBEIqQkiAIgiAUISVBEARBKEJKgiAIglCElARBEAShCCkJgiAIQhFSEgRBEIQipCQIgiAIRUhJEESwMGlGedab2FzYBiv91/JEkEBK4nlmdgwmQzl2M8H0eqoo5T2YEpeDmxHU8+dtHBHnq58pixnmh4Bj7ALMn4vKJ840TOWraZyJfzVBoySsjW6CSpQteeXQtQ9jfFY0WglfmaErK0KLVZwvxewIWnQl0PVNi4pnkLkxtBSXoMZ0G+NMMBHLYRbWS9XYV21+KgI2OlkNdSQQmliK7I2i8jlkZqwHpw5psFmSAznYrWuDZVJcJAJOUHsSM7bb6G3UYXexEQMrFWQPxtBrseFrcbok33yJOzfGMDMnzp9BHJZenLEBcXv16LvxMf48JEpDNqJFG8IbJ/565yZGZx3i/AmzTo2Gvo9x62wuNoSIuucMh7UZBYUGdFinIb/lWYzfuIDiPB1MdqmCCDBBpiRSUHN1QWDd+rAJR3NUgK0Lp0xjog3xJJh5wFdcCgp/kYLY51QgEUGGcwSN73ZiPCwBJcbLuDXI5MCgCecPJCD00TDea76JGdGUCBxB7UmErk9AnrYAanY8ce8vni7+5AhMjcz137VDDk9lFaG4thOWB+K6hIhb83KoU6ppPSTOXWU+NititbxulwEDrGagTuPZNrUZi6JVk7fRoivCFuk6d42b0TvmIz422QMta1PPbzA7go5arfxvMjXQto94eC1T3Tp2Lx16J2cx2m1EgejjlhIjTOOBzWjOjJlRP9+/HcgsrEb9NZuw8haQw4XM2vMKC8h9Ef0W+NM/+TlKkJnJf8+b2LzrHZjENb+ZY1bqYKcUhlyqf64+vJ6qQc0QqxgyIFM6Xyju/fu2LA61+phnHDGHtH3TniGZLC1OdS8eEwk2P1tr3fJOWcVovCOueTM3DcvF6vm2W/L4u/D2qGdhrubjtR/1n3mNlV1+Pr6mJvzwwh2fmdHKbJf08t/gSHIMQtewyjVRSC75DapS2fVrN/Hpkwg9E9+K1ZO4Do9AqDiUBLpei5p25vpPion60AZLXzOKtW0YDVSYiC+KvHKcuWETFg53jZnQKdQyoaEg7D7vgvbnbFH3McXAKx5NY6BRixP93rPfhsvVWuyr64JV9HHmXhdqipth8X3rx+IujDLrhlnNMGp2LdTx4i7sZNf/JFrn++fE1NhNtFYXIbdxxLdQWjbL79/MEFMk0nOMYeqRXOeYZIJSPvSfe23YXcmUusW7fyU+xiN4GL/6jmdI5iEzOupKUO/94pgHXsDmZ32fW97p4fT8O/Rgzg6TLg/FLTfn287Y5HdR0Ow+1uFQV+lRFGNHa90FWFz34v/ewIyrsBTUVGYjlgv4b8novR72U409b0bJFRymyEe7L6BDUmxmWP8q1RIBJKiVhOOrEbTUvc+mBps66UmIkKslvhuXi5qzwiXl4akbl9G0l4em2nBtfmdIAipcsfazuVJN0Vlx7irzMfgoaBpE3dVKpLOa9GMmz7ZDpUiU2nKYouKLAik4etE0/xyfXKyERmVDayOzpkRLd0xGIyyvFOC86SP5nh+WSb/L/NGwVzLUDqvVjsQDDeiX3O5uNOXFMKXShYG7osnTxHkb9W95uf7z/WOCqv0DdH0l2vrFMvvHnuPMsS6MR2Z4vOdb1/TIE038hlmpOw/rcaVbjIXUPzYeYU709i2MR3SOXlw3oYZZtEitRL9o7yoVCxPjW5N4eOE+bfmicgkmrCOYSGRzSIRmP2nIRSxTcB1D90QLjh0dJ43MI4lHkcFtnfS34OgbookbU31G1AxyK74F/a4cVV8LanJUi8c6LAmHT+Qizt6JE+duSwpkgnmENUMhyKurhYYN47dnFvf/jyu5tXghXK6ZsrShOCeHGRI9GBXKaPzvz/BmkiAlyJSEp2W7ea8WZwadiMg8jopMMXMk+OIuhSZRuKSckBikb0thB044A+FJTA7h+hBTXlXHkbcxav45IjZmo2R/ErNSP4XVI/QlE5pWiStNB5EcIxIB67diGxc8c4vt8rj80zhfkoRoye0OR/qbGVL9uN2/heIujPqP8XflmQPixSXsHJ8NoIMtTHXVbxdcfwbvX1X5HubVjWDgzsoW7HL6NzPYy56DCZ93Pd9zqIdn6Sev5UKfn4K4tQtJmYiNbDw2sQMf4xE0qHJx/jSbQ+vk04jUDCkkC5t9wdAYM6OV6YzEw7WoSHNbJ2FrEbIoBzWNm/3Ms8x8G/q98Yh2XY+Mh+bAPiTzsb7rOdZ8B5a+VIWJDgMar3bilH5YGs+KVH8TXE58zZ23uCg4xnpQU7gDmWXMU3kYjkRNJf5wthQbeLNARQmIeYLYkwhHXLIaFYZW/LFWvdh99Y618iLyDgHB/jcpb2Guzln4/aJk6W+zKzZM+JChyVtTvfoiPBgfu4rS0xNWLgj9xJXYTkt0V84yoa/+FNvY58CXK9tuspz+3X9gYz+TsOElf4XPEvBQxrVmlBe6tlvyIvIOwUxaBhLDxLECjqlpyZPd9PJyzHo7vuB97j8pcjNuRWOAhV0av7/Y4tmQr2eelR2t+mYMqArw7i9XMl9D8H0+1cabUVxogGmMGYfJB5m31I22ymxsWDOLL3gzbzlAPHWCTEm4W7bduGI8jqI0FSK8J4bIBXjEWomAExoADTbzkCuJp4ET1mYt9lV3wjzm2m757DDzMAD7RZ3T+OLv4nhyFl+vyMoPxwvCMwqNz0bNpW58YiyY95ZmJu1sjEKw4T/c8hVEQFg9iWs3Rq/9HgOPQqT46SeuWCsvIu+wFPcfLD8hOT7tI17kIvIHkvub17AQz/Ysl1ESLzddjYR+j5t1wxi0Ln5fjrt/wnX2ue1llVyhxJwdFsvKhHxsTBL7acODf8jnLhzWm5In5zezw7jczp5NtQdNrvyQVETeYSm+nPbKHwUf0S/KY7NovtuHcH3R7qZwxPIv72n0uOUxhxdKX6H3ZGZK9sL7aJ1Mgf5iLXaiC+XV/u1qchH3qhQ0Q3pBKTTx7h7sLAau88xkBja+JNcQgWNVKgnH19xKWou49TGylzHnxIS1B/UX+e4IBYRQ7+3uwejjvI/ItYhlHxNXemG2K2wlWv8atjNPvsNoRIeVWTnPWKw0IilFinOb3zuJjs+ZpS36x3dnVdV2wRGmhjppYSHHvsRzHMO43i+2TPI/+aHXQXdtZRZt9I8T2FjYce5cD6TdsdJuFwNyD3ViXG7iH9/MyDuaXvwhYkVOwvHAhoH2D8ROGl8wa5dHb+y9MN0I8jF/OYEJbjbfz7XBwuc7XyOWCyjINzADS2rhhgqb0ljHTM14zzSCCV+7n7yY6qtGcbudGWpl2LkxA7+qZOM/aMSpPv/HOyIpAzvD+Jz7NVpcxgkbb+ulX+NEPzNc9u5E+uLoJ/GUWZVKIu4n2QhlgqO1XOQD0nYg65ABrXedyjFRLtS5cTXUjH2P+1tFIa8heTsTHHZmHWnE9zCk4rZ/fU08CvkODxvfr74fm9Pc7ql039VEpBoVx1KkLzGdOqCZ79+WA0aYH4ZDXXlQ+hMSLqI3/Uza+TVgLMEW3nZ7CWq67UhMTJAb+Et8No6khcAxaMDurey+afJuF+SUouhxFv9SrGNjLM0Ho3xf1rfNOUXQNt6UY98+CcGmN9TS3OvQeY65/9+TcPsuDysF7byuEwWuOn/nUXgK9h9gHbR1opjPd75Gytow+kopjmhEGzc27D+OIpUNJoMWWeK7KAvF6/sv9h6cMAzDkVqGo1lyziN6RxmqUp0YqNPhzD0Fw+pxRGbgSDmfcyM4c8i1tnPkLbg8WV+atIKcB+Evq1JJRGwtQ+exPUhcJ1uAoevioS7R48rvypAs1fiACfWSpgZUZCUg+jFJP24xqqtaoM/PQJybIPSG7/Bou8QW19b4Zdxz9RGbo0efsRQ7E6PE4gxH3NZc6C91oEEIh3nW78HpxoNIF2MSoWIL3tiBtiq1vCvFb6Kws7aJCaMEeQt0JLOQDzfgvG47fiRd9xcVith8OLJVJbZW840Se3D0bAeafAhRFxGZb6OzNhdqVbCbtCFIPKBHU36KPDfDopCefxydp3OR7GuuhiWg4rw85zeIMfSJkwnwt7g34vV9iDUx0FTyreM2tJy8AOsyvBFfyHOOGSCu98ueW9rddL70scl64unwnX8yxLFPnE4/rQKCIAhi1bMqPQmCIAgiMJCSIAiCIBQhJUEQBEEoQkqCIAiCUISUBEEQBKEIKQmCIAhCEVISBEEQhCKkJAiCIAhFSEkQBEEQipCSIAiCIBQhJUEQBEEoQkqCIAiCUISUBEEQBKEIKQmCIAhCEVISBEEQhCKkJAiCIAhFSEkQBEEQipCSIAiCIBQhJUEQwcKkGeVZb2JzYRus9L8GE0ECKYnnmdkxmAzl2M0E0+upopT3YEpcDm5GUM+ft3FEnK9+pixmmB8CjrELMH8uKp840zCVr6ZxJv7VBI2SsDa6CSpRtuSVQ9c+jPFZ0WglfGWGrqwILVZxvhSzI2jRlUDXNy0qnkHmxtBSXIIa022MM8FELIdZWC9VY1+1+akI2OhkNdSRQGhiKbI3isrnkTknJiyd0BXuYHJAB9OkqPfF5G22VouwRZIZO5B5yAjT2JMQGISLoPYkZmy30duow+5iIwZWKsgejKHXYsPX4nRJvvkSd26MYWZOnD+DOCy9OGMD4vbq0XfjY/x5SJSGbESLNoQ3Tvz1zk2MzjrE+RNmnRoNfR/j1tlcbAgRdc8Tc7MYH2yDVpODrLJm9I49JuZm74GWGZJnbtgwI1U4MWXtQk2hFvUUr3tiBJmSSEHN1QWBdevDJhzNUQG2LpwyjYk2xJNg5oGd/UxB4S9SEPs8CiQi+BjvgrbyAgYmY6A51oKGPFHvk2mYDAYMPFJJbT8ZZDJjsBt/OJaNONjQ+l4nRp9hIy+QBLUnEbo+AXnaAqjZ8cS9v3i6+JMjMDUy138Xd0mZq5lVhOLaTlgeiOsSIm7Ny6FOqab1kDh3lfnYrIjV8rpdbPKxmoE6jWfb1GYsilZ5uLs52K3jFpAPd3eSWT2sTT2/wewIOmq18r/J1EDbPuLhtUx169i9dOidnMVotxEFoo9bSpgrPR5YC2lmzIx6d3e+sBr112zwtqXlcOHi0IDcF9FvgT/9k5+jBJmZ/Pe8ic273oFJXPMbyXLtlMKQS/XP1YfXUzWoGWIVQwZkSucLxb1/35bFoVYf84wj5pC2b5q9jx6cOqTBZt4+S4tT3YvHRILNz9Zat7xTVjEa74hr3sxNw3Kxer7tljz+Lrw96lmYq/l47Uf9Z15jxS17/jvYmprwR0DHpyBv+0Gcv9qKmpx4vLBG1PvCdgMdbCxi899GFWsbwduuCceGnDK8mx/DrvdiYFxuSqyM1ZO4Do9AqDiUBLpei5p25vpPion60AZLXzOKtW2BsyAWubtM6NzgsVRld3fmc2Yt/Zwt6j6mGHjFo2kMNGpxot9bsdhwuVqLfXVdsIo+ztxjrnRxMyy+b/1Y3IVRZt0wqxlGza6FOl7chZ3D2oyCwpNodXfnx26itboIuY0jvoXSsll+/2aGmCKRnmMMU4/kOsckE5Tyof/ca8PuSqbULd79K/ExHsHD+NV32PswoMM6LY/BQ2Z01JWg3vvFMQ+8gM3P+j63vNPD6fl36MGcHSZdHopbbs63nbHJ76Kg2X2sw6Gu0qMoxo7WuguwuO7F/z237MNSUFOZjdilBLwi8SiqLUDyOnG6BFP/8ylGwTyO/0pYkAsil3Gmh3vJdtz532c4pxhAglpJOL4aQUvd+zCzY3V6EiLkaonvxuWi5uxl3OJuJg9P3biMpr08NNWGa/M7QxJQ4Yq1n82VaorOinNXmY/BR0HTIOquViKd1aQfM3m2HSpFotSWI9xdpODoRdP8c3xysRIaFXN3G5k1JVq6YzIaYXmlAOdNH8n3/LBM+l3mj4a9kqF2WK12JB5oQL9wpZvymIX0qAsDd0WTp4nzNurf6sR4WAJKjAvvWe4fE1TtH6DrK9HWL5bZP/YcZ451YTwyw+M937qmx5LRiOWwJgo7D+txpVuMhdQ/Nh5hTvT2LYxHdI5eXDehJpVVpFaiX7R3lYqFifGtSTy8cJ+2fFG5BBPWEUwksjkkQrOfNOQilim4jqF7ogXHjo6TRuaRMMFrcFsn/S04+oZo4sZUnxE1g2zOl7eg35Wj6mthFr1q8ViHJeHwiVzE2Ttx4txtSYFMMI+wZigEeXW10LBhfNpM3bexnyqs/Xf5nHtWNf/NcxlMcQklZ7FzZUGslCBTEp6W7ea9WpwZdCIi8zgqMsNFGw5f3KXQJMYg1GWxhMQgfVsKO3DCGQhPYnII15m7q646jryNUfPPEbExGyX7k5iV+imsHqEvmdC0SlxpOojkGJEIWL8V27jgmVtsl8fln8b5kiREC1c6/c0MqX7c7p+F5C6M+o/xd+WZA+LFJewcnw2gg1mJ6qrf4kjywnvm/asq38OstxEM3FmZpbac/s0M9rLnYMLnXc/3HOrhWfrJa7nQ56cgbu1CUiZiIxuPTezAx3gEDapcnD/N5pCwuCNSM6SQLGz2BUNjzIxWpjMSD9eiIs1tnYStRciiHNQ0bvYzzzLzbej3xiPadT0yHpoD+5DMx/qu51jzHVj6UhUmOgxovNqJU/phaTwrUgOT4HJ8zRXAWnz/0W20lOVgC/OseNoyOu0gznfUSgaEI4iHcDURxJ5EOOKS1agwtOKPterF7qt3rJUXkXcICPa/SXkLc3XOwu8XJUt/m12xYcKHDE3emurVF+HB+NhVlJ7u5koHGFdiOy3RXTnLhL76U2xjnwNfrsxSW07/7j/gFmMSNrz0FITP3CxGrzWjvFDE9qUi8g7BTFoGEsPEsQKOqWnJk9308nLMeju+4H3uPylyM25FY4CFXRq/v9ji2ZCvZ56VHa36ZgyoCvDuLwM3X0O/z/vVg3Ie7rXMIjQ+GzWXTOg3FCA53Cn1PfRftXieMYJMSbhbtt24YjyOojSVnJRyR+QCPGKtRMAJxCKceciVxNPACWuzFvuqO2EeE7H9Z4iZhwEItTin8cXfxfHkLL4OVC6QER2lkg8ik3DEaMKtS5XQxAuDZtoOnrNOXh+AuNdzwOpJXLsxeu33GHgUIsVPpa1vrnCJyDssxf0Hy09Ijk/7iBe5iPwBNrCPvIaFeLZnuYySeLnpaiT0e3zBDWPQuvh9Oe7+CdfZ57aXxUJVYs4Oi2VlQj42Jon9tOHBP+RzFw7rTcmT85vZYVxuZ8+m2oMmV35IKiLvsBRfTnvlj4KP6BflsVk03+1DuL5od1M4YvmX9zR63PKYwwulr9B7MjMle+F9tE6mQH+xFjvRhfJqP3c1+UH0jxMQyz5j95aiJDlKrhSMDvQyTyIGm/7Ts57wj1WpJFzxyDhmKUheBt/VYO1B/cUe6bpPhFDv7e7B6OO8j8i10gScuNILs11hK9H617CdGSodRiM6rHY4AmhFBYKIpBQpzm1+7yQ6PmeWtugf351VVdsFR5ga6qSFUFTsSzzHMYzr/WLLJP+TH3oddNdWZtHKwsCOc+d6IO2O5SGibgNyD3VK1qLffDMj72h68YeIFTkJxwMbBto/QIfSFlEmTF/gxqm9F6YbQT7mLycwwc3m+7k2OZEr7fy5gIJ8/t0CqYUbKmxKYx0zNeM90wgmfO1+8mKqrxrF7XZmqJVh58YM/KqSjf+gEaf6AuDBcOJSpA0UEy0nUcO3LPOxYH0cv2aAroU9w2v7sHMVG2nBxKpUEnE/yUYoExyt5SIfkLYDWYcMaL3rVI6JcqHOjauhZux73N8qCnkNyduZ4LAz60gjvochFbf962viUch3eNj4fvX92Jzmdk+l+64mItWoOJaC0EfDOHVAM9+/LQeMMD8Mh7ryoPQnJFxEb/qZtPNrwFiCLbzt9hLUdNuRmJggN/CX+GwcSQuBY9CA3VvZfdNysK+OGQM5pSh6nMW/FOvYGEvzwSjfl/Vtc04RtI038YXcwgch2PSGWpp7HTrPMff/exJu3+VhpaCd13WiwFXn7zwKT8H+A6yDtk4U8/nO10hZG0ZfKcURjWjjxob9x1GkssFk0CJLfBdloXh9/8XegxOGYThSy3A0Sw7pRO8oQ1WqEwN1Opy5p2BYPRZf78J9M4vbc/D1V8XWH/MyTdVF8liwPu5m3sw434Zbu0cy9IiVsyqVRMTWMnQe24PEdbIFGLouHuoSPa78rgzJUo0P2KQqaWpARVYCoh+T9JP3grdAn5+BODdB6A3f4dF2iS2urfHLuOfqIzZHjz5jKXYmRgnlG464rbnQX+pAgxAO86zfg9ONB5EuxiRClYEjxg60VaklD85/orCztokJowR5C3Qks5APN+C8bjt+JF33FxWK2Hw4slUltlbzjRJ7cPRsB5p8CFEXEZlvo7M2F2rV4oR+cBGCxAN6NOWnyHMzLArp+cfReToXyb7malgCKs7Lc36DGEOfOEdw5i3ujXh9H2JNDDSVfOu4DS0nL8C6DG9kpcjrrxJ5HvOT727SB2Qb7vPCd/7JEMc+cTr9tQoIgiCI1c6q9CQIgiCIwEBKgiAIglCElARBEAShCCkJgiAIQhFSEgRBEIQipCQIgiAIRUhJEARBEIqQkiAIgiAUISVBEARBKEJKgiAIglCElARBEAShCCkJgiAIQhFSEgRBEIQipCQIgiAIRUhJEARBEIqQkiAIgiAUISVBEARBKEJKgiAIglCElARBEAShCCkJgiAIQhFSEgRBEIQipCQIgiAIBYD/BxR7W/O5sNQQAAAAAElFTkSuQmCC)**

**Conclusion –**

**Therefore, we have successfully understood and Implemented N-queen problem.**

|  |  |  |  |
| --- | --- | --- | --- |
| **Grade and Dated Signature of Teacher** | **Total (10)** | **Remark** | **Dated signature of teacher** |
|  |  |  |